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“A programming paradigm that aims to increase modularity by allowing the separation of cross-cutting-concerns”
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Extensions to AspectJ

- Many extensions were proposed

- Closure join points
- Explicit join points
- LoopAJ
- COOL
- Statement annotations

- And more are expected in the future
Why abc is Not Good Enough

- Used to be the default choice for implementing AspectJ extensions
- Not suitable for development of new extensions
  - Does not work with recent versions of AspectJ
- Not suitable for evaluation of new extensions
  - Does not provide development tools
  - No support for advanced weaving semantics
Introducing the DSAL Workbench

- A workbench tailored to AspectJ extensions
  - Alternative for abc
- We will present implementations of third-party extensions
  - Closure Join Points (CJP)
  - Explicit Join Points (EJP)
The Architecture of Our Workbench
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Grammar Definition of CJP

\[
\begin{align*}
\text{Expr} & : = \ldots \mid \text{ClosureJoinpoint}. \\
\text{StmtExpr} & : = \ldots \mid \text{ClosureJoinpoint}. \\
\text{ClosureJoinpoint} & : = \\
& \quad \text{“exhibit” \ ID “(” [ParamList] “)” Block} \\
& \quad \text{“(” [ArgList] “)” } \\
& \quad \text{“exhibit” \ ID \ Block.} \\
\text{AspectMember} & : = \ldots \mid \text{JoinpointDecl}. \\
\text{JoinpointDecl} & : = \\
& \quad \text{“joinpoint” \ Type \ ID “(” [ParamList] “)” [ThrowsList].} \\
\text{AdviceDecl} & : = \ldots \mid \text{CJPAAdviceDecl}. \\
\text{CJPAAdviceDecl} & : = \\
& \quad [\text{Modifiers}] \text{ CJPAAdviceSpec [ThrowsList] Block.} \\
\text{CJPAAdviceSpec} & : = \\
& \quad \text{Type “before” \ ID “(” [ParamList] “)” } \\
& \quad \text{Type “after” \ ID “(” [ParamList] “)” } \\
& \quad \text{Type “after” \ ID “(” [ParamList] “)” “returning” [ “(” [Param “)” ] } \\
& \quad \text{Type “after” \ ID “(” [ParamList] “)” “throwing” [ “(” [Param “)” ] } \\
& \quad \text{Type “around” \ ID “(” [ParamList] “)”}. \\
\end{align*}
\]

Figure 9: Syntax for Closure Joinpoints, as a syntactic extension to AspectJ (shown in gray)
Conclusion

- A DSAL workbench for extensions to AspectJ
  - Alternative to abc
  - Provides tools to develop and to use DSALs
  - Comprising Spoofax and AWESOME*
- Implemented plug-ins for CJP, EJP and COOL
  - Structured process for creating additional plugins for new extensions
- The workbench is suitable for the development, evaluation and production of AspectJ extensions
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